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Preface

This book gives an overview of Team Software Process℠ (TSP℠) and real-world details about my experience in successfully implementing TSP and Six Sigma in Microsoft. It also shows how geographically widely distributed new teams were able to deliver on time a very high quality product (two thirds of them with zero defects) with a decent work–life balance. This book highlights real-world scenarios that I experienced while coaching development teams on TSP. It also gives some tips and techniques to follow while implementing TSP.

This will be a handy book on understanding how some of the problems faced by the software industry can be solved using TSP. It gives an overview of TSP and shares actual real-world experience in implementing TSP, telling how some mistakes can be avoided to get the best out of a TSP implementation.

In this book, you will see how to effectively manage the development of a software project and deliver it successfully in line with expectations.

When I mention quality to software engineers, they talk about how impossible it is to eliminate defects from software: “Software will have defects no matter what process you follow.” It’s taken for granted, and since nobody acts to improve the situation, we make it horribly true. This goes, too, for software projects; I get the same reaction from project managers and a lot of time it’s the blame game: “Software project got delayed because software engineers did not do a good job in development” or “Software project timeline was unrealistic—it’s the project manager’s fault.” It’s time we review the situation and enable software engineers and project managers to be effective in software development process—end-to-end.

Delivering successful projects means “the ability to produce high quality software within budget and on time—consistently.” Clients expect the software applications to meet their expectations, to be delivered within budget and expected timeline. The project team strives to delight the clients by meeting or exceeding the expectations, attracting new business, and at the same time making a reasonable profit. If you are able to deliver a project that meets both clients’ and project team’s goals, the project can be considered successfully delivered.
Why I Wrote This Book

In my career, I had the opportunity to work in various areas including ISO 9001, CMM/CMMi level 3,4,5, and Six Sigma with software developers, testers, and project managers, finding that the problems are pretty much the same for any organization, groups, teams, or individuals. We needed something to do at the grassroots level to prevent recurring problems. I tried coaching people with some of the techniques of Six Sigma and blending these with software engineering. I started seeing dramatic results. It was the mind set for change and the passion for improvement and excellence that made the difference. This was not possible without the measurement system and framework.

Then I was exposed to TSP/PSP, and I could relate it to what I was doing. It had a good measurement framework and process to achieve a high-quality product and project management. I then started evangelizing it within Microsoft India, and we began seeing good results.

The knowledge I had from implementing TSP/PSP and Six Sigma was with me and a few of my colleagues, then I started doing presentations in several international conferences. I got a good response and several requests for sharing my knowledge. That is when I thought of writing a book to offer these ideas to a wider audience. With the help of John Wyzalek and Auerbach Publications I was able to get this moving, and put my thoughts onto paper in this book.

How Is the Book Organized?

The book is organized in a natural flow starting with current challenges in the software industry, software project management, and then giving an overview of PSP and TSP.

Next, it goes in depth into the TSP launch process and talks about how to go about a launch, with notes on points needing attention—do’s and don’ts, etc. It can be used as a ready reference along with the TSP material provided by SEI.

Within the appropriate chapters, I have also added images and details for using the TSP tool. This can be used as a user guide for working with the TSP tool.

Toward the end of the book the chapter on Six Sigma gives an overview of the methodology and how to blend Six Sigma with the software development processes.

Who Should Read This Book?

This book is intended for professionals who are involved with software development and software process improvement. It will be useful for the following audience: developers, testers/QA, program managers, project managers, TSP coaches, quality assurance engineers, improvement specialists, process champions, etc. With this
book, they will be able to look at their development process from a different angle and will be able to relate TSP concepts to the problems they are facing. This book will serve as a guiding document for them to implement TSP, to avoid mistakes others have made, and to get the best out of TSP. Organizations will be able to save time and money, and at the same time improve the quality of the output and customer satisfaction, driving more business.

There is no prereading required to understand this book. It covers all the basic concepts related to PSP and TSP. This book is not a replacement for formal training related to PSP and TSP, and is not intended to show a radically different approach to software development.
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Chapter 1

Introduction

Today, our global competitive marketplace demands the best of everything. A defect-free product delivered on time at minimal cost is the new standard that demanding customers expect and good suppliers continually strive to meet. In addition to ever more technical challenges, projects are more complex because of geographically distributed teams, time differences, language, and cultural differences. Project members do not have an easy task in meeting these challenges while still delivering high levels of quality, meeting schedules, and managing costs, as well as balancing professional and personal lives. There is no silver bullet, but we can meet all these goals by embracing a disciplined software development process and managing the project with the right set of metrics.

In the current economy, the majority of the products and services we consume interact with or use software. Software is so common in everything that we hardly notice its presence. It is, however, important to remember that a lot of hard work by hundreds to thousands of people goes into the development of these software products.

Often, projects are planned by managers and executed by a team; if things go wrong, it becomes the team’s failure. It is easy to be reactive at work, but much harder and very necessary to be proactive and to plan teamwork. Historically, application development is often estimated and tracked based on a gut feeling. A schedule is developed from the rough estimate and, as the team tries to meet its schedule, it struggles to meet deadlines. Corners get cut, and the last phase—testing and stabilization—usually suffers the full effect of poor planning and estimating. Engineers often have to spend endless evenings and weekends in the office to get the project out, and their work and life become unbalanced, which is not healthy for any organization from any angle, including money, time, and staffing. In the end, customers are most likely dissatisfied, teams are exhausted, and quality may have been compromised in the drive to meet the promised date.
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I analyzed several projects and found that more than two-thirds of the effort and money is spent in testing and stabilizing the product. This is a non-value-added activity, and managing it properly can be a great opportunity to help organizations save time and money.

The software engineering’s Team Software Process\textsuperscript{SM} (TSP\textsuperscript{SM}) really shifts the focus from testing as the “find it and fix it” stage. With TSP, each individual engineer acts to prevent defects throughout the project life cycle. Team members record data during project execution, track key metrics, and take corrective action as soon as the project deviates from the plan. Each engineer performs a self review to ensure the quality of their own output before it goes to the next phase. This brings about a high level of predictability in schedule, effort, and quality.

Instead of managers, the TSP team plans the project, tracks all the important metrics on a weekly basis, and takes corrective action as needed. It becomes the team’s project plan, and every member is committed to it. Using Six Sigma along with TSP makes future planning even better. Senior management will be able to strategize more accurately and confidently with a TSP project plan and estimates based on historical data (rather than guesstimates).

This book will detail how TSP techniques can be followed to plan the right thing, do the right thing, and expect the right thing at the right time—every time. I have shared real-world experience in implementing TSP at Microsoft, and now share the success stories on how the newly formed teams had a better work–life balance, delivering very high quality products on schedule and within budget. The projects delivered significant benefits in predictability, and two-thirds of them delivered zero defects. Also, I have highlighted some common pitfalls to avoid while implementing TSP and coaching TSP teams.
Today, the competitive marketplace demands the best of everything—the best quality, reduced costs, and a perfect schedule. A defect-free product delivered on time at minimal cost is the new standard that demanding customers expect and good suppliers continually strive to meet.

Often, projects are planned by managers and executed by the team, and if things go wrong, it becomes the team’s failure. It is easy to be reactive at work but harder and necessary to be proactive and plan your team’s work. Sometimes your manager will grab you in the hall and say, “Hey, can you do this project now and finish it in two months?” Or, a senior management planning committee will call you into its meeting and say, “We need this project now. Can you commit to it?” It is very tempting to say “Yes.” However, saying yes is exactly the wrong thing to do, and your initial “gut feel” estimate will be taken as commitment and the project will be in trouble. Nobody wants to set you and the project up for failure, but, in the rush to get the project done and delight the customer, we all miss the very important step—planning. You could have said, “Let me check to see if my previous estimate is still accurate, and I’ll get back to you within the next two hours.”

It is not an easy task to meet these challenges without compromising the high-quality levels or the schedule or the cost. There is no silver bullet; we can meet all these goals by having a disciplined process, planning it the right way, and managing with the right set of matrices.

In this book, you will learn how sound software engineering principles, project management techniques, and continuous improvement processes can be
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applied to streamline your development process and overcome the crisis that people face due to ad hoc software development processes.

2.1 The Software Crisis

The rapid evolution of the software industry has led people to focus more on project management. Software development, on the other hand, was left to the developers, whose main focus was to deliver the features of the project. Such an approach resulted in an ad hoc approach to software development and no focus on software design concepts or software development methodology. This hampered the application of systematic processes, and can also be referred to as the software crisis.

Some of the major reasons to which you can attribute the software crisis include

- Software developers used multiple programming languages and multiple variations of the languages.
- Most of the requirements were vague and complex and were developed by people who had little or no exposure to software.
- Software developers focused more on technology rather than solution.
- Software engineering education did not give enough emphasis on software quality.
- Software developers poorly mapped requirements to the actual product.
- Getting multiple software systems to work together was a nightmare (very low interoperability).
- Software maintenance was costly.
- Documentation was never given adequate emphasis, which resulted in loss of knowledge and continuity.

2.2 Software Project Management

In the beginning, the focus of software was just to have some program consisting of a set of instructions that would enable the hardware to perform some activity. Most of the commands were mathematical in nature, which the users create themselves for their own use. As the software product grew in importance within organizations, the expectations increased, and more and more people were required to build it. There was a strong need for managing the project and making it more scalable. A project manager was assigned a role to plan the project, manage resources, manage client interaction, and drive software project completion and delivery on time.

The process of software and product development is different from any other project. Traditional methods of measuring size, effort, and productivity cannot be applied to software development. Moreover, techniques to identify, define, and
Measure the software development process and product are comparatively new and
are not mature enough to be used without problems.

Typical software project management activities are

- Understanding and dissipating client requirements
- Determining the scope
- Estimating the cost, effort, expertise and resource requirements
- Identifying and selecting resources with appropriate skills and allocating them
- Identifying the software development life-cycle model
- Identifying risk, creating a mitigation plan, and managing them
- Estimating the project cost and effort required
- Creating project schedule, milestones, deliverables, and overall project plan
- Tracking project schedule and taking necessary action to ensure it would be on track
- Maintaining all versions of the software product
- Managing software product quality, configuration, and changes
- Implementing project tracking, team meetings, communication, and reporting
- Identifying appropriate metrics
- Ensuring project delivery, closure, and post-mortem assessment
- Sharing project learnings with other teams and using them for future projects

Managing a software project is different from managing any other engineering projects due to the complexity and uniqueness of its development process. Although, some of the traditional project management concepts can be applied to software projects, in last 15 years, software project management has evolved as a separate area of expertise.

Typically, a software product is composed of tightly integrated functions, programs, platforms, databases, user interfaces, etc. Several people or teams work together for months and years to develop it. Matters such as cross-group collaboration, attrition, talent-management, people conflicts, managing priorities, and offshore/outsource model add to the complexity, which brings more challenges to project management and chaos in delivering the product successfully. Just having the software that works is not enough; we need to have a quality product that is reliable (that does not have a lot of defects, is resilient to failures, secure, fast, usable, predictable, etc.).

As more and more software applications are being used in financial, medical, and other critical systems, the margin of error is not tolerable, and getting a product to meet this type of quality bar becomes more and more impossible with the traditional approach of software development and project management. You can see, as we move towards more sophisticated systems, expectations are growing, and what worked 5 years back may not work now.
Any projects, similar to any other endeavor, will have one or more important factors regarding successful delivery. Project constraints are scope, schedule, and resources. The iron triangle has these constraints represented as edge (side) of the triangle with quality as a central theme. This is also called Project Management Triangle or Project Management “Triple Constraint,” and is shown in Figure 2.1.

These three constraints are often competing constraints or demands; increased scope typically means increased time and increased cost, a tight time constraint could mean increased costs and reduced scope, and a tight budget could mean increased time and reduced scope. If you change any side of the triangle, one or both of the others will have to change as well. So, if the scope changes, either schedule or resource requirements need to change, or both. One side of the triangle cannot be changed without impacting the others. In this book, you will see the tools and techniques that enable members of the project team (not just the project manager) to organize their work to meet these constraints.

Together, the team can accomplish the project “Right Quality, On Time, On Budget, On Spec.”

### 2.3.1 Scope

The scope constraint refers to what must be done to produce the project’s end result. **Scope** is the set of requirements from the user that is agreed and planned for a particular release (user expectations from a particular system release). It is the overall definition of what the project is supposed to accomplish, and a specific description of what the end result should accomplish. Even though quality may not have been explicitly specified as a requirement, it is a major component of scope of the final product. There are always a set of stated and implied needs from the users. Over the course of a large project, quality can have a significant impact on schedule and cost (or vice versa).
Scope changes are pretty common during the project. In several cases, we need to accommodate the scope changes, as the purpose of the project is the deliver value to the client. Scope changes are of three kinds: new feature, change to a feature, and remove any feature. In any case, the cost is not the same as the original. That is, if a feature requires 100 hours to design and code, changes to it may need more than 100 hours.

### 2.3.2 Schedule

The schedule constraint refers to the amount of time available to complete a project. For all practical purposes, the time required to develop/deliver a project component is estimated using several techniques. One method is to identify tasks/steps needed to produce the deliverables documented in a work breakdown structure (WBS). The work effort for each task is estimated, and those estimates are rolled up into the final deliverable estimate for the project. The tasks are prioritized based on the dependencies between tasks and delivery schedule/milestones. The dependencies between the tasks can affect the length of the overall project, as can the availability of resources. Time or schedule is not considered a cost or a resource because the project manager cannot control the rate at which it is expended. This makes it different from all other resources and cost categories.

### 2.3.3 Resources/Cost

The resources constraint refers to the budgeted amount, machines/equipment, people/consultants, and other resources available for the project. When hiring an independent consultant for a project, cost will typically be determined by the consultant’s or firm’s per diem rate multiplied by an estimated quantity for completion. If you need to finish a job in a shorter time, you can throw more people at the problem, which in turn will raise the cost of the project, unless by doing this task quicker we will reduce costs elsewhere in the project by an equal amount.

### 2.4 Software Quality

The quality of the project end result is not really a constraint but a collective output. The quality of the deliverable is a function of all sides of the triangle. Whenever there is a change in any of the sides, it impacts the overall quality of the deliverable.

There is no point in delivering something very fast and not meeting customer expectations. We cannot take forever either to deliver something that is of exceptional quality. Quality is a subjective measure. If a defect is not encountered, quality is considered high, and yet there may be a defect. So, our goal should be that our users should not encounter any defects. Quality is something that is hard to notice, but its absence/shortcoming is very easily felt.
Software projects rarely follow the planned schedule. Delays happen, and the schedule starts slipping one day at a time. Some of the projects do not have the right level of project tracking, which brings lot of surprises to the development teams towards the end, engineers start cutting corners to meet the date, and the chaos starts. Developers and testing are typically separated; shifting responsibility is illustrated by the attitude that “A test should have caught this problem."

A prevention mindset is not common; instead of analyzing why a bug occurred and finding means to reduce it in the future, the attitude is more often, “The bug is fixed, get a new build.” No effort is expended on finding the root cause of a problem and thinking about preventing this problem in future. By the time the project moves to the testing phase, the project is already in a difficult situation, and managing the project becomes a challenge. The test team is under pressure to complete the test pass and get the project shipped.

Often people have the mindset of testing quality into the project deliverable, the assumption being “Let’s get the coding done, we will put more people to test it and ship it.” Putting more effort in testing does not guarantee better quality. The project should take care of quality right from the planning phase. I will talk more about this in the next few chapters.

I have seen people saying, “Faster, cheaper or better—choose two.” People often think that if you have a tight schedule and a low budget, you will have poor quality, and I have also seen people saying, “Spend more time in testing to get higher quality.” Both are not totally true. It’s like saying, “I can deliver this fast and at a low cost, but it will not meet your needs or may not work.” It is clear that quality should not be part of the constraint, and it can never be an optional component.

If you get your things done right the first time, take all the right measures to ensure quality, you can have an excellent quality product with low budget and a short schedule. On the other extreme, testing can only find certain number of bugs. If you have 100 bugs, and the test process efficiency is 90%, you will still slip 10 bugs. By extending the testing period you might be able to take the test process efficiency to 92–95%, but then you might still have bugs in the end product. The math is clear: to get better quality, focus on the input. If the number of bugs entering the testing phase is 10 (instead of 100), with 90% efficiency you can pretty much ship a world-class product.

People have the misconception that high quality will cost more or will take more time because of variation in its definition. Quality is referred to in multiple ways. It can be broadly classified into three major categories: reliability, usability/aesthetics, and grade. Once the requirements for the product have been agreed upon, its quality refers to the degree to which it meets those requirements.

### 2.4.1 Reliability

Reliability is the ability of a product to perform a required function under stated conditions for a stated period of time. A reliable product will have the attributes of
being accurate, predictable, dependable, secure, maintainable, resilient, and having low or no defects. As you can see, these attributes are important to everybody, and if the product is not able to meet one or more of these attributes and it impacts the customer/user, the product is tagged as a not reliable or poor-quality product.

If the product has defects, unexpected behavior, or raises security or privacy concerns, it will have reliability issues. You can build a reliable product, but not provide good/intuitive UI to access—and your users may not be able to access some of its functionalities at all. So, you can see that all of these aspects are reasonably important, and we need to make sure that they are all there when we talk about quality. Depending on the product and the intended users or customers, we might have different levels of expectations in each of these categories.

In most of the discussion in this book, we will refer to “reliability” when I use the term quality.

2.4.2 Usability/Aesthetics

Just having a good set of functionalities is not enough for a product. The UI needs to be decent and should be intuitive enough to get to this functionality from the main UI. For power users, this may not be very important, but if you are targeting your product to the masses, it assumes considerable significance. Good usability is important for enabling the accessibility features of the product. We want to make sure that the product can be used by everybody, including those who are physically challenged.

If the product usability is not good, people will have difficulty accessing the functionality, and this will increase the support call volume and in turn impact the cost. It might also impact your market share when people find it difficult to use the product. They will tag the product as of poor quality and will seek a better option elsewhere, thus impacting your revenue.

2.4.3 Grade

Grade refers to the set of attributes on which the quality of a product will be judged by some people. For example, you can buy milk in various grades (such as “fat-free,” “1%,” “2%,” “whole,” etc.). The industry has defined a set of attributes for each grade for fat content. The quality of “fat-free” milk will be similar to that of “whole” milk. The grade of the product is based on the scope, and if it meets that need, it will satisfy the appropriate grade quality expectations.

If you want a software product with lot of customization options, then it will cost you more time or money, whereas the same functionality with only a few customization options might be significantly cheaper. An example would be the version of Microsoft Windows Vista or Microsoft Office system; these applications comes in multiple flavors (home, standard, professional, enterprise, ultimate, etc.).

Producing a poor-quality product does not save time or money. In fact, as we will discuss later, quality problems actually cost us time and money.
2.5 Cost of Quality

It is important for us to know and understand the cost of quality and what it covers. Overall, the cost of quality has three components: prevention, detection, and correction.

2.5.1 Prevention

Prevention includes all the activities that can prevent defects from being put in the product in the first place. This includes training, standards and processes, and design activities. For example, requirements engineering, architecture and design activities, design templates, guidelines, automation, coding standards, standard processes, project postmortem, etc., are considered prevention activities.

Most organizations look at these activities as overhead that are not related to delivery of the project, and so they try to minimize them or avoid them altogether. If these activities are correctly included as costs of quality, then they could easily be planned, tracked, and managed to ensure that they are adding value.

2.5.2 Detection

Detection is the set of activities that normally find any defect. Activities such as test planning, test environment setup, test execution, test automation, and reviews and inspection are counted as detection cost. They typically constitute the costs that the organization reports as quality cost. These costs show up in the project budget as the cost of quality.

The usual behavior is, if you want to increase focus on quality, spend more money in the detection area, that is, allocating more resources and time to these activities. I have seen some organizations take pride in saying that they spent more dollars in testing than in development. As you can see, detection activities can only find the defects; you will still need somebody who will have to fix them. You can put more resources in this and find more bugs, but if you do not have adequate budget and time to fix them, you won’t get the benefits of this phase. Also, think about it—if these defects were never there in the product, there would be a huge opportunity to reduce the effort around them.

That is why it is important to consider the other two components of the cost of quality to determine how each of these components interact with each other and how you can drive a positive attitude change in the organization in understanding and appreciating the cost of quality.

2.5.3 Correction

Correction is the set of activities that are triggered by the discovery of defects. It includes defect reporting, and investigating, fixing, retesting, and managing the
defect reports. The major defect correction cost is incurred by development engineers who must investigate and diagnose the problems, devise appropriate fixes, and rework the product to remove the defects. In addition to this, correction includes the cost to test the fix and regression test the system to ensure that the fix did not introduce other problems. Further, if the problem was reported from the field by the customer or user, it includes the cost of distributing the fix and supporting the customers who encounter the problem.

Every time the developer fixes a defect, the overall cost of the project increases and potentially impacts the schedule. However, the increase in project cost and schedule is not tracked as a cost of quality. Instead, retesting is counted as a defect detection cost, hiding it in the wrong part of the cost of quality. To get the correct metrics around this, the process should be in place to mark any rework activity as the correction cost of quality.

I have seen many organizations measure only the cost of detection, and only some organizations measure correction cost. Having a good understanding of the effort in each of the cost-of-quality components is required to make sound decisions for the project and to accurately plan for future projects.

2.6 Global Competition and Market Challenge

With more and more companies adopting the global model, they choose to outsource or set up offshore development offices in countries such as India and China. Some of the reasons for this are cost difference, talent pool, visa restrictions, new and developing market penetration, etc.

New markets bring in a unique set of challenges. Some of them are time difference, cultural difference, language, protocol, and high attrition rate. It becomes more and more challenging to consider these challenges while planning. Just adding more time and people will not help. Acknowledging the differences, and planning for handling these challenges and tracking them is key to success of the project.

2.7 Managing Project Constraints

Different people involved in the project will have different views about the constraints. The QA team considers that quality is the most important attribute to achieve. The marketing team will talk about “feature set,” and hitting a date is a top priority to sustain or capture market share. Management would think that being within budget is very important. So, in the end, everybody is focusing on a different priority, which could result in chaos and impact the shipping of the product. It is very essential to understand what is the right set of priorities for the project and why. The project team needs to be informed about this and empowered to plan the project according to its needs.
A project can be date driven because it needs to
1. Synchronize with another product’s release.
2. Meet competitive threats.
3. Coincide with corporate or consumer buying seasons.

At the beginning of the project, determine if the release date is tied to some external event, and schedule milestone dates accordingly.

A project can be feature-set driven because it needs to
1. Address specific customer requirements and needs that require a minimum set of functionality. This is especially true of version 1.0 products.
2. Address competitive threats.

Whether date-driven or feature-driven, quality is critical and should be considered during the planning stage.

2.8 Project Failures

As said earlier, often projects are planned by managers, executed by the team and, if things go wrong, it becomes the team’s failure. It is easy to be reactive at work. It is harder and necessary to be proactive and plan your team’s work. Sometimes your manager will grab you in the hall and say, “Hey, can you do this project now, and finish it in two months?” Or, a senior management planning committee will call you into its meeting and say, “We need this project now. Can you commit to it?” It is very tempting to say yes. However, saying yes is exactly the wrong thing to do.

Unfortunately, project management is a weak link in the overall software development life cycle. Problems in project management lead to more delays and failures of large software projects than any other known factor. This chapter talks about some of the common causes of project failures and the essential skills for successful software project management and delivery. These skills include budgeting, planning, estimating, measurement, tracking, reporting, and quality assurance and control. Improving the project management process and focusing on sound engineering practices is a critical step towards successful project delivery.

Big projects are usually difficult to control because of the following challenges:

- Hardly anyone has personal plans that provide details of what development will be undertaken, and its measurements and tracking.
- Without such a plan, it is almost impossible for you to find out the status of the work and gain an accurate insight into its schedule.
If we don’t know where you are, we cannot predict or commit to the completion date, and nobody will know the status of the project until it is too late. If management cannot find the current progress of the project and its status, it cannot manage the project.

2.9 Geographically Distributed Teams and Attrition

The majority of the software projects now-a-days spans multiple locations; typically, teams are geographically distributed across the globe. Achieving success with geographically distributed teams is quite a challenge for project managers. As more organizations adopt offshore development, telecommuting, and “going virtual,” this challenge becomes more apparent.

There are benefits and challenges in geo-distributed teams.

Benefits

- More flexibility
- Employee retention
- Wider talent pool
- Cost effective—cost-of-living/salary difference
- Regional knowledge
- Wide range of experience

Challenges

- Communication
- Cultural difference
- Team interaction
- Time difference

Here are some of the characteristics needed for a successful geo-distributed/virtual team.

- A detailed project plan and rigorous project management. All the team members need to have a clear sense of vision, mission and priorities. They know who is responsible for what, and when.
- Ongoing communication. Team members communicate regularly using the phone, conference calls, video teleconference, e-mail, instant messenger, voice/video chat, common databases, SharePoint, Wiki, and other technical methods as appropriate. They must be able to communicate effectively without the benefit of nonverbal cues.
- Free-flowing information. All the team members (new and old, irrespective of the work location) willingly share what they know and what they learn
with everyone else. They also acknowledge or ask about what they don’t know.

- Trust. Team members respect and understand one another as people, not just professionals.
- Cultural factors. Understanding and respecting cultural differences.
- Office visits. The plan should consider regular visits (once every 3–5 months) for team members to be able to spend 1–2 weeks together at one of the locations. This helps in building effective teams, and people can attach faces to names and understand each other better.